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1. Detect co-evolution failure
   - Missing or incorrect co-evolution
   - Through continuous consistency checking and incremental rule management

2. Ensure correct co-evolution
   - Provide user guidance to find suitable adaptations
   - Execute desired adaptations and update model
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- Support of arbitrary metamodel changes
  - No categorization needed
- Guidance for complex co-evolution scenarios
- Avoidance of unintended results
- Based on constraints and specific model
- Support for external constraints
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- Individual parts are implemented
  - Continuous consistency checking of arbitrary models
  - Incremental constraint management with automatic constraint updates
    - MoDELS’13 Foundations Track, Thursday 10:30AM
  - Efficient derivation of fixes for inconsistencies
  - (Semi-)Automatic execution of selected fixes
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Co-evolution of Metamodels and Models through Consistent Change Propagation

Andreas Demuth
Institute for Systems Engineering and Automation
Johannes Kepler University Linz, Austria
email: andreas.demuth@jku.at
www: http://www.jku.at/sea